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Abstract: Object oriented Programming (OOP) entered the world of programming in the 1980s, but it 

actually became very popular from 1990s till date. What changes has it actually introduced into the 

programming world when placed in a balance with other programming techniques? This paper answers 

this question by taking a detailed and analytical look into the history and evolution of programming 

Languages. The paper unraveled the comparative advantages of OOP over a few earlier programming 

techniques. We collected data from both primary and secondary sources, analyzed the data and found 

out that stakeholders in software development industry have felt the tremendous impact of OOP on 

modern software development process. We have also noted that despite all the good and desirable 

features offered by Object Oriented programming, it is obvious that stakeholders in software 

development still expect easier and more flexible features than those the Object Oriented Programming 

currently presents. 
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1. INTRODUCTION 
Herbsleb and Moitra (2001), declared that 

software has become a vital component of 

almost every business in recent times. Success 

in all businesses increasingly depends on using 

software as a competitive weapon. This fact 

has made software development a construction 

of strategy for business success. Software 

development is a serious engineering concept 

that needs team work. The team members may 

be collocated or dispersed depending on where 

the needed expertise is found. The team-based 

approach to software development has made it 

a global concern. This is what Herbsleb  

 

 

 

 

 

 

and Moitra termed Global Software 

Development (GSD). In GSD distance is a 

major issue leading to coordination, 

communication, and management issues. To 

survive the problems posed by the 

globalisation of software development, 

collaborative tools among other technologies 

will play a key role concludes Herbsleb and 

Moitra (2001). Object Oriented Programming 

presents this collaborative feature and hence 

poses the tendency to provide great success in 

modern software development. 
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2 REVIEW OF RELATED 

LITERATURE  

2.1Brief History of Computer 

Programming 

Computer programming has undergone both 

tumultuous and turbulent moments which 

subjected programmers to rough learning and 

application terrain. It used to be so bad that one 

programmer may not and (most times) cannot 

comprehend what another programmer 

presented with their codes. To make the 

situation worse, the programmer who authored 

a set of codes would end up forgetting 

completely what the codes were to do few 

years later. The consequence of was a software 

or application which is very difficult (if not 

impossible) to maintain. Going down the 

memory lane, let us recall that programming 

the computer started with the novel works of 

the following: John Von Neumann, Charles 

Babbage, etc. The Assembly language, other 

procedural-based programming of 1950s, 

Structured programming techniques of late 

1960s, Modular programming concepts 1970s 

and Object-Oriented programming of late 

1980s have taken their turns to influence the 

computer programming and software 

development landscape. 

Assembly Language: Assembly language as 

stated by Wikipedia, is a programming 

Language that can be used to directly tell the 

computer what to do. An assembly language is 

almost exactly like the machine language that 

a computer can understand, except that it uses 

words called mnemonics in place of numbers. 

A computer cannot really understand an 

assembly program directly. However, an 

assembler can easily change the program into 

machine code, replacing the mnemonic with 

the binary patterns they stand for. It is a 

programming language that is a close 

approximation of the binary machine code 

(Mifflin, 2009). 

Procedure-Based programming: Many of 

today’s programmers may not be used to some 

words such as routines, subroutines in 

programming as they are with functions and 

objects. These are what procedural 

programming paradigm, derived from 

structured programming which is built on the 

concept of the procedure calls are based on. In 

procedural programming, program codes are 

organized into small "procedures" that use and 

change our data. In ColdFusion for example, 

we write our procedures as either custom tags 

or functions. These functions typically take 

some input, carry out a process, and then 

produce some output. Ideally your functions 

would behave as "black boxes" where input 

data goes in and output data comes out. The 

key idea here is that our functions and 

procedures have no intrinsic relationship with 

the data they operate on. As long as you 

provide the correct number and type of 

arguments, the function/procedure will do its 

work and faithfully return the expected result. 

So in a procedural system our 

functions/procedures use data "given" to them 

(as parameters) but also directly access any 

shared data they need. (KevanStannard, 2011).  

Procedural programming presents a list or set 

of instructions telling a computer what to do 

step by step and how to move from the first line 

of code to the second line of code. Some 

examples include BASIC, Fortran, Pascal, C 

and Go. 

Modular programming: Modular 

programming is a software design technique 

that emphasizes the separation of the 

functionality of a program into independent, 

interchangeable segments called modules. 

Theoretically, modules represent a separation 

of concerns, and improve maintainability by 

enforcing logical boundaries between 

components. Modules are typically 

incorporated into the program through 

interfaces. In the modular programming 

methodology, one of the most important 

principles is encapsulation, whereby the data 

contained within a module is accessible to the 

rest of the program only via behaviours of the 

module. This makes it much easier to control 

what happens when data is modified. Modular 

programming is a method for designing 

software by way of breaking up components of 

http://en.wikipedia.org/wiki/BASIC
http://en.wikipedia.org/wiki/Fortran
http://en.wikipedia.org/wiki/Pascal_%28programming_language%29
http://en.wikipedia.org/wiki/C_%28programming_language%29
http://en.wikipedia.org/wiki/Go_%28programming_language%29
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a large software program into manageable 

pieces. Those pieces, or "modules," can then be 

independently developed, tested, and refined. 

It's a process that generally helps shorten 

development time and avoid replicating code 

(WiseGEEK) 

Structured Programming: Structured 

Programming is a technique for organizing 

computer program codes in a hierarchy of 

modules/segments showing how they are used. 

Each segment has a single entry and a single 

exit point. At the entry point, control is passed 

downward through the structure to higher 

levels of the structure without unconditional 

branches. Three types of control flow are used 

namely: sequential, test/selection, and 

iteration. Structured programming which 

includes modular programming, is a subset of 

procedure based programming enforces a 

logical structure on the program being written 

to make it more efficient and easier to 

understand and modify (Rouse, 2014) 

Object-Oriented programming: Object 

Oriented Programming arrangements are in 

Classes and in Objects. An instance is classes 

of Human beings. These classes can have sub-

classes; the sub-class can be Ebonyi girls. 

Classes inherit properties and behaviours so, 

Ebonyi girls like money because Ibo girls like 

money; Ibo girls like money because human 

beings like money. Object-oriented 

methodologies are an extension of modular 

ones, the additional ingredient being 

inheritance. With this ingredient, the code can 

refer directly to kinds of interactive things. The 

Object Oriented Programming ideals are. In 

object-oriented programming, concepts are 

directly molded in code employing the ideas of 

classes and inheritance. A distinct member of a 

class is called an object. 

2.2 Features of Object-Oriented 

Programming 

The concept of Object-Oriented Programming 

is very interesting and creates a lot of ease in 

the programming process. It includes the 

concept of: 

 Objects 

 Classes 

 Data Abstraction and Encapsulation 

 Inheritance 

 Polymorphism 

Objects: Objects are the basic run-time entities 

in an object-oriented system. Programming 

problem is analyzed in terms of objects and 

nature of communication between them. When 

a program is executed, objects interact with 

each other by sending messages. Different 

objects can also interact with each other 

without knowing the details of their data or 

code. 

Classes: A class is a collection of objects of 

similar type. Once a class is defined, any 

number of objects can be created which belong 

to that class. 

Data Abstraction and Encapsulation: 

Abstraction refers to the act of representing 

essential features without including the 

background details or explanations. Classes 

use the concept of abstraction and are defined 

as a list of abstract attributes. Storing data and 

functions in a single unit (class) is 

encapsulation. Data cannot be accessible to the 

outside world and only those functions which 

are stored in the class can access it.  

Encapsulation: Once an Object is created, 

knowledge of its implementation is not 

necessary for its use. In older programs, coders 

needed understand the details of a piece of code 

before using it.  Objects have the ability to hide 

certain parts of themselves from programmers. 

This prevents programmers from tampering 

with values they shouldn't. Additionally, the 

object controls how one interacts with it, 

preventing other kinds of errors. For example, 

a programmer (or another program) cannot set 

the width of a window to -400. (Popyack, 

2012) 

Inheritance: Inheritance is the process by 

which objects can acquire the properties of 

objects of other class. In object oriented 
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programming, inheritance provides reusability, 

like, creating additional features to an existing 

class without modifying the class. This is 

achieved by deriving a new class from the 

existing one. The new class will have 

combined features of both the classes. 

Polymorphism: Polymorphism means the 

ability to take more than one form. An 

operation may exhibit different behaviors in 

different instances. The behavior depends on 

the data types used in the operation. 

Polymorphism is extensively used in 

implementing Inheritance. 

2.3 Inherent Pros of Object-

Oriented Programming 

Code Reuse and Recycling: Objects created 

for Object Oriented Programs can easily be 

reused in other programs. 

Design Benefits: Large programs are very 

difficult to write. Object Oriented Programs 

force designers to go through an extensive 

planning phase, which makes for better designs 

with fewer flaws. In addition, once a program 

reaches a certain size, Object Oriented 

Programs are actually easier to program than 

non-Object Oriented ones. ( Jeffrey L. 

Popyack ) 

Software Maintenance: Programs are not 

disposable. Legacy code must be dealt with on 

a daily basis, either to be improved upon (for a 

new version of an exist piece of software) or 

made to work with newer computers and 

software. An Object Oriented Program is much 

easier to modify and maintain than a non-

Object Oriented Program. So although a lot of 

work is spent before the program is written, 

less work is needed to maintain it over 

time. .(Jeffrey L. Popyack) 

2.4 Procedure-Based Versus 

Object-Based Programming 

Procedural Programming lays emphasis on 

identification and specification of a set of steps 

to solve a given task and the precise way to 

execute it to reach the desired outcome. For 

example, if you want to calculate the month-

end closing balance of the departmental 

imprest, the steps would follow thus: 

 Assign the initial monthly-allocation 

 Sum up all the expenses within the 

month 

 then subtract the sum of the expenses 

from the initial monthly allocation 

 the subtraction will give you the 

month-end closing balance 

A procedure which can be a subroutine or a 

function contains an ordered list of instructions 

to be carried out. A procedure can be called at 

any time during the execution the program by 

any other procedure or by itself. Let us note at 

this point that Procedure-based and Object-

based programming are two ways of showing 

problems to be solved and how to go about 

solving them.  

The key difference between Object Oriented 

Programming and Procedural Programming is 

that the focus of Procedural Programming is to 

break down the programming task into a 

collection of variables and subroutines while, 

the focus of Object Oriented Programming is 

to break down the programming task into 

objects, which encapsulate data and methods. 

Most notable difference could be that while 

Procedural Programming uses procedures to 

directly operate on data structures, Object 

Oriented Programming will bundle the data 

and methods together so that an object will 

operate on its own data (KevanStannard, 

2011). 

3. METHODOLOGY 

We studied the effect of OOP on modern 

software development with data from two main 

sources as discussed below. 

Primary source: We conducted oral 

interviews with a total of 125 interviewees out 

of which 10 were Lecturers, 15 were freelance 

indigenous software developers in Enugu 

Nigeria and 100 were final year students of 

computer Science. These respondents were 

selected from three different Universities 

mailto:%20%22Jeffrey%20L.%20Popyack%22%20%3CJPopyack@CS.Drexel.edu%3E?Subject=CS%20164%20Course%20Notes:%20Object%20Oriented%20Programming/Advantages%20of%20OOP%20%28Advantages.html%29
mailto:%20%22Jeffrey%20L.%20Popyack%22%20%3CJPopyack@CS.Drexel.edu%3E?Subject=CS%20164%20Course%20Notes:%20Object%20Oriented%20Programming/Advantages%20of%20OOP%20%28Advantages.html%29
mailto:%20%22Jeffrey%20L.%20Popyack%22%20%3CJPopyack@CS.Drexel.edu%3E?Subject=CS%20164%20Course%20Notes:%20Object%20Oriented%20Programming/Advantages%20of%20OOP%20%28Advantages.html%29
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namely: Ebonyi State University Abakiliki - 

Nigeria, Nnamdi Azikiwe University, Awka - 

Nigeria and Enugu State University of Science 

and Technology, Enugu - Nigeria. The 

questions sought the views of the above named 

groups of persons’ on the effects of Object-

Oriented Programming on modern software 

development. 

Secondary source: we consulted existing 

documents like computer science journals, text 

books, laboratory manuals and manuscripts, 

etc. The Internet was a major source of the 

secondary data source. Most of our journal 

articles were sourced through the internet. We 

studied various reviews and comments from 

people of all walks of life.  

4.0RESULTS PRESENTATION 

& SUMMARY OF FINDINGS 
Table 1 shows the occupational 

distribution of the interviewee. A total of 

125 respondents’ opinions were sampled 

and responses collected and analyzed on a 

5-point linker type scale as shown 

subsequently. 

 

 

Table 1: Occupation distribution of 

interviewed respondents 

 

 

 

 

 

 

 

 

 

 

 

 
 

 

 

 

 

 

 

 

 

 

 

 

S/

n   

Respondent

s’ 

Occupation 

No

. 

Percentag

e 

1.  Software 

developers 

15 

8% 

2.  Lecturers  10 12% 

3.  Final year 

students  

10

0 80% 

 Total  12

5 100% 
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Figure 1: Pie Chart Showing the Occupational distribution of interviewed respondents 

Table 2 presents the opinion of the respondents to the questions presented by the interviewer. These questions were presented 

to indigenous software developers, Lecturers and final year students of Computer Science selected from three universities 

mentioned earlier.  

Table 2: Questions and responses by respondents 

S/N Questions 
 

x 

 

F 

 

fx 

 

(mean) 

 

% 

1 
Object oriented programming languages enable programming in 

modules? 
     

 Strongly Agree 5 100 500 4.80 80.00 

 Agree 4 25 100  20.00 

 Undecided 3 0 0  0.00 

 Disagree 2 0 0  0.00 

 Strongly Disagree 1 0 0  0.00 

2 
Program can be divided into units of task and tested differently in 

OOP? 
     

 Strongly Agree 5 83 417 4.60 66.67 

 Agree 4 33 133  26.67 

 Undecided 3 8 25  6.67 

 Disagree 2 0 0  0.00 

 Strongly Disagree 1 0 0  0.00 

3 
Object oriented programming languages have the concept of 

objects, class, data abstraction, inheritance, and polymorphism? 
     

 Strongly Agree 5 100 500 4.73 80.00 

 Agree 4 17 67  13.33 

 Undecided 3 8 25  6.67 

 Disagree 2 0 0  0.00 

 Strongly Disagree 1 0 0  0.00 

4 
It is easy to debug programs written with object oriented 

programming than procedure oriented programming? 
     

 Strongly Agree 5 83 417 4.53 66.67 

 Agree 4 25 100  20.00 

 Undecided 3 17 50  13.33 

 Disagree 2 0 0  0.00 

 Strongly Disagree 1 0 0  0.00 

5 
Tasks are broken into smaller units in object oriented 

programming? 
     

 Strongly Agree 5 17 83 3.40 13.33 

 Agree 4 17 67  13.33 

 Undecided 3 92 275  73.33 

8%

12%

80%

Lecturers

Software Developers

Final Year Students
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 Disagree 2 0 0  0.00 

 Strongly Disagree 1 0 0  0.00 

6 

Object oriented programming languages have graphical interface 

that allow for the design of a more attractive program interface 

than in procedure oriented programming? 

     

 Strongly Agree 5 25 125 3.33 20.00 

 Agree 4 42 167  33.33 

 Undecided 3 17 50  13.33 

 Disagree 2 33 67  26.67 

 Strongly Disagree 1 8 8  6.67 

7 
Object oriented programming aids team work better than 

procedure oriented programming? 
     

 Strongly Agree 5 67 333 4.53 53.33 

 Agree 4 58 233  46.67 

 Undecided 3 0 0  0.00 

 Disagree 2 0 0  0.00 

 Strongly Disagree 1 0 0  0.00 

8 
Object oriented programming makes it easy to modify existing 

codes for a re-use? 
     

 Strongly Agree 5 67 333 4.33 53.33 

 Agree 4 42 167  33.33 

 Undecided 3 8 25  6.67 

 Disagree 2 8 17  6.67 

 Strongly Disagree 1 0 0  0.00 

9 
Objects created for object oriented programs can easily be reused 

in other programs? 
     

 Strongly Agree 5 58 292 4.13 46.67 

 Agree 4 42 167  33.33 

 Undecided 3 17 50  13.33 

 Disagree 2 0 0  0.00 

 Strongly Disagree 1 8 8  6.67 

10 
In object oriented programming, once an object is created, 

knowledge of its implementation is not necessary for its use? 
     

 Strongly Agree 5 50 250 3.87 40.00 

 Agree 4 33 133  26.67 

 Undecided 3 17 50  13.33 

 Disagree 2 25 50  20.00 

 Strongly Disagree 1 0 0  0.00 
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4. DISCUSSION
We can see from table 2 that all the questions/factors listed 

for the opinion of the respondents were turned-in with 

high arithmetic mean. Exceptions to these were two 

factors namely: presence of graphical interface that allow 

for the design of a more attractive program interface than 

in procedure oriented programming and breaking of tasks 

into smaller units. These factors have arithmetic mean of 

3.33 and 3.40 respectivey. That shows that respondents do 

not see these factors as a positive impact that OOP has 

brought to software development. Those factors really do 

exist in the previous programming techniques.  

All the other factors that were tested had high positive 

impact as they presented with high arithmetic mean. These 

showed that Object-Oriented Programming has made a 

very remarkable positive impact on modern software 

development. The impact has brought about resultant 

increase in the production of millions of software on daily 

basis all over the world. Object-Oriented Programming 

has been very successful and possibly more successful 

than other conventional programming approaches. 

The later popularity of OOP notwithstanding, a few issues 

affected its popularity in its early stage. These issues were: 

technological shortcomings such as disc space and 

energy/time dissipated in program planning and design. 

OOP has brought a lot of changes into computer 

programming in particular and the world of software 

development in its entirety. Suffice it to say in a nut shell 

that Object Oriented Programming has brought the dawn 

of a new epoch in the software development world.  

Encapsulation, inheritance, instance, abstraction the 

reuse property, etc were some of the key characteristics of 

OOP that made it stand out from the earlier programming 

techniques.  These properties were so unique and 

interesting that their usage in software development 

heralds a revolution in the software industry. Deploying 

Object Oriented Programming paradigm in software 

development saves a lot of code through the reusable of 

components, frameworks and designs. Object Oriented 

Languages made available generic templates and saved 

the time and space needed for code duplication. 

5. CONCLUSIONS 

There is so much software now than has ever been in the 

world of software development and in the world in 

general. Is it possible that this is as a result of time and 

chance? What do we attribute these daily churning of 

software to? We attribute these changes and the ease of 

software development to object oriented programming 

and all the easy manipulations of data and functions. A 

glimpse at our oral interview result shows in every area 

that Object Oriented Programming is preferred by all the 

three groups of respondents. In view of the above we 

affirm that the effects of Object Oriented Programming on 

modern software Development is very positive and makes 

software development very fast to development. 
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