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Abstract: In this study, we present a comprehensive framework for integrating MATLAB's image processing capabilities with 

Programmable Logic Controllers (PLCs) to enhance process control in robotic manufacturing systems. This integration aims to 

improve automation by enabling real-time defect detection, quality assurance, and adaptive control within industrial processes. We 

developed a simulation environment in MATLAB to model the interactions between image processing algorithms, PLCs, and robotic 

systems, allowing for virtual testing and validation. Key results demonstrate the effectiveness of the proposed system in optimizing 

automation, reducing defects, and increasing overall production efficiency. We also validate the framework through case studies in 

robotic assembly lines, illustrating the practical challenges and benefits of this approach. This paper concludes with a discussion on 

future research directions, including the potential for machine learning integration and advanced optimization techniques to further 

enhance the capabilities of such systems. 
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1. INTRODUCTION 
The advent of Industry 4.0 has significantly transformed the 

manufacturing sector, where automation, process control, and 

robotics play critical roles. The demand for intelligent systems 

that can adapt in real-time to changing production conditions 

has led to the increased integration of various technologies. 

Among these, MATLAB's powerful image processing 

capabilities have emerged as a pivotal tool for enhancing the 

precision and efficiency of automated systems, particularly 

when combined with the control functionalities provided by 

Programmable Logic Controllers (PLCs). 

Importance of Integration 

PLCs have long been the backbone of industrial automation, 

providing reliable and deterministic control over machinery 

and processes. However, traditional PLC systems lack the 

flexibility to process complex data inputs like images, which 

are increasingly needed for modern quality assurance and 

defect detection systems. MATLAB, with its advanced image 

processing toolkit, fills this gap by offering sophisticated 

algorithms that can interpret visual data in real-time. By 

integrating MATLAB with PLCs, it is possible to create a 

more dynamic and responsive automation system that not only 

controls robotic processes but also adapts to the conditions of 

the materials being processed. 
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Figure 1 Example of a Type of PLC 

 

Figure 2 Simulink Design of MATLAB and PLC 

Figure 2 Simulink Design of MATLAB and PLC 

Research Motivation  

This research is motivated by the need to bridge the gap 

between advanced data processing tools and traditional 

industrial control systems. The integration of MATLAB and 

PLCs offers a promising solution for industries looking to 

improve their automation systems without overhauling their 

existing infrastructure. Moreover, the ability to simulate and 

validate these systems before deployment provides a 

significant advantage in reducing downtime and ensuring 

smooth integration into existing workflows. 

 

Research Objectives:   

The primary objectives of this study are to: 

- Develop a framework for the integration of MATLAB and 

PLCs. 

- Implement this framework in a simulated environment to 

test its effectiveness. 

- Validate the system through real-world case studies. 

- Identify potential challenges and propose solutions to 

overcome them. 

2. LITERATURE REVIEW 

2.1 Review of Existing Technology 
The literature on industrial automation reveals a growing 

interest in integrating advanced software tools with traditional 

control systems. Studies have demonstrated the benefits of 

using image processing for quality control, with applications 

ranging from surface defect detection to component alignment 

in assembly lines. However, these studies often focus on 

isolated systems rather than integrated solutions that combine 

PLCs with image processing tools like MATLAB. 

2.2 Integration Challenges 
The primary challenge in integrating MATLAB with PLCs 

lies in the differing operational paradigms of these systems. 

MATLAB is designed for complex data analysis and 

algorithm development, often requiring significant 

computational resources. In contrast, PLCs are optimized for 

real-time control and deterministic responses, operating with 

minimal computational overhead. Research has explored 

various methods to bridge this gap, including the use of 

middleware and communication protocols like OPC (OLE for 

Process Control). 

 

Figure 3 OLE for Process Control 
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2.3 State of the Art 
Recent advancements have shown promising results in using 

MATLAB for real-time image processing in industrial 

applications. For instance, studies have implemented 

MATLAB-based systems for defect detection in high-speed 

manufacturing environments, demonstrating significant 

improvements in accuracy and processing time. However, 

these systems are often standalone and do not integrate 

directly with PLC-controlled processes. 

METHODOLOGY 

System Design and Architecture  

The proposed system consists of three main components: the 

image acquisition module, the processing unit (MATLAB), 

and the control unit (PLC). The image acquisition module 

captures images of the product as it moves along the 

production line. These images are then processed by 

MATLAB, which applies various image processing 

algorithms to detect defects or anomalies. 

 

Figure 4 Flow Chart of Image Acquisition 

MATLAB-PLC Communication   

Communication between MATLAB and the PLC is 

established using OPC, which allows for seamless data 

exchange between the two systems. The processed data, 

including defect detection results and recommended 

adjustments, are sent to the PLC, which then adjusts the 

robotic system’s operations accordingly. 

 

Figure 4 MATLAB PLC Communication 

Implementation of Image Processing Algorithms 

MATLAB is used to implement several image processing 

algorithms, such as edge detection, histogram analysis, and 

template matching. These algorithms are chosen based on the 

specific requirements of the manufacturing process, such as 

the type of defects that need to be detected. 

System Design and Architecture 

The successful integration of MATLAB and PLC systems in a 

robotic manufacturing environment hinge on a well-designed 

system architecture. The architecture must ensure seamless 

communication between the components, real-time 

processing, and reliable control over the manufacturing 

processes. This integration involves three core components: 

the Image Acquisition Module, the Processing Unit 

(MATLAB), and the Control Unit (PLC). 

 1. Image Acquisition Module 

The Image Acquisition Module is the first step in the process, 

responsible for capturing real-time images of the products as 

they move along the production line. This module typically 

comprises industrial-grade cameras strategically positioned to 

cover critical points in the manufacturing process where 

quality control is essential.  
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Figure 5 Image Acquisition Module 

Key Considerations: 

- Camera Selection: The choice of camera depends on the 

specific requirements of the manufacturing process, including 

resolution, frame rate, and sensitivity to environmental factors 

such as lighting and vibration. 

- Image Capture Triggers: The system must synchronize 

image capture with the movement of products on the 

conveyor belt, often using sensors or encoders to trigger the 

camera at precise moments. 

- Lighting Conditions: Proper lighting is crucial for capturing 

high-quality images. The system design should account for 

consistent lighting to reduce shadows, reflections, and other 

artifacts that could affect image processing accuracy. 

The images captured by this module are then transmitted to 

the Processing Unit (MATLAB) for analysis. 

 

 2. Processing Unit (MATLAB) 

The Processing Unit, powered by MATLAB, is the core of the 

system's intelligence. MATLAB's robust image processing 

toolbox allows for the implementation of various algorithms 

to analyse the captured images and detect defects or other 

anomalies in the products.  

Key Functions: 

- Image Preprocessing: The raw images from the acquisition 

module undergo preprocessing to enhance their quality. This 

step may involve noise reduction, contrast adjustment, and 

image resizing. 

- Defect Detection Algorithms: MATLAB employs various 

algorithms to identify defects. Common methods include: 

  - Edge Detection: Identifies the boundaries of objects within 

the image, crucial for detecting surface defects. 

  - Template Matching: Compares the captured image against 

a pre-defined template of a defect-free product to identify 

deviations. 

  - Histogram Analysis: Analyses the distribution of pixel 

intensities to detect inconsistencies that may indicate defects. 

- Data Processing and Analysis: MATLAB processes the 

results of the image analysis to determine if a product passes 

quality checks or requires further inspection or rejection. 

Once the image processing is complete, the results are 

communicated to the Control Unit (PLC) to adjust the 

manufacturing process as necessary. 

 3. Control Unit (PLC) 

The Control Unit, typically managed by a PLC, is responsible 

for real-time control of the robotic manufacturing 

environment. The PLC receives data from MATLAB and uses 

it to make decisions on how to adjust the production process 

in response to detected defects or anomalies. 

Key Responsibilities: 

- Real-Time Decision Making: The PLC processes the data 

received from MATLAB and makes real-time decisions, such 

as rejecting defective products, adjusting machinery settings, 

or triggering alarms. 

- Communication with MATLAB: The PLC and MATLAB 

communicate via protocols such as OPC (OLE for Process 

Control). This communication must be fast and reliable to 

ensure real-time operation. 
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- System Control and Feedback: The PLC adjusts the actions 

of robotic systems and other machinery based on MATLAB's 

analysis. This can include stopping the production line, 

diverting products, or modifying robotic actions. 

- Error Handling and Alerts: In cases where a defect is 

detected, the PLC can trigger alerts for human operators or 

initiate predefined corrective actions to address the issue. The 

integration of MATLAB and PLC in this manner ensures that 

the manufacturing process is adaptive, with real-time 

feedback loops allowing for immediate responses to any 

detected issues. 

MATLAB-PLC COMMUNICATION 

Establishing robust and efficient communication between 

MATLAB and the PLC is crucial for ensuring that the 

integrated system operates seamlessly in real-time. This 

communication enables MATLAB to process complex image 

data and relay actionable information to the PLC, which then 

adjusts the manufacturing operations accordingly. 

1. OPC as the Communication Protocol 

The primary protocol used to facilitate communication 

between MATLAB and PLCs is OPC (OLE for Process 

Control). OPC is an industry-standard protocol designed to 

ensure interoperability among different automation systems 

and software applications. It allows MATLAB and the PLC to 

exchange data in a standardized format, ensuring that both 

systems can interpret the data accurately and act on it in real-

time. 

 

Figure 6 OLE for Process Control 

Key Features of OPC Communication: 

- Standardization: OPC provides a common language that 

both MATLAB and the PLC can understand, ensuring 

compatibility and reducing the likelihood of communication 

errors. 

- Real-Time Data Exchange: OPC supports the real-time 

exchange of data, which is critical for applications where 

immediate response to process changes is required. 

- Scalability: OPC can handle a large volume of data, making 

it suitable for complex manufacturing environments with 

multiple data points and high-speed operations. 

- Flexibility: OPC is compatible with various types of PLCs 

and can be adapted to different manufacturing setups, making 

it a versatile choice for diverse industrial applications. 

 2. Data Flow and Integration 

The communication process between MATLAB and the PLC 

involves several key steps: 

- Data Acquisition: MATLAB receives images from the 

acquisition module and processes them using the implemented 

algorithms. 
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- Defect Detection: Based on the processed image data, 

MATLAB identifies any defects or anomalies in the products. 

- Data Transmission to PLC: The results of the defect 

detection process, including specific instructions or control 

signals, are transmitted to the PLC via the OPC protocol. 

- PLC Response: The PLC interprets the data received from 

MATLAB and adjusts the manufacturing process accordingly. 

This could involve rejecting a defective product, adjusting 

machine settings, or triggering alarms. 

- Feedback Loop: In some cases, the PLC may send data back 

to MATLAB, creating a feedback loop that allows for 

continuous monitoring and adjustment of the process. 

This seamless exchange of data between MATLAB and the 

PLC ensures that the manufacturing process is both adaptive 

and responsive to real-time conditions, leading to improved 

product quality and process efficiency. 

Implementation of Image Processing Algorithms 

At the heart of the integration between MATLAB and PLC 

systems are the image processing algorithms implemented 

within MATLAB. These algorithms are responsible for 

analysing the images captured from the production line, 

detecting defects, and ensuring that only high-quality products 

move forward in the manufacturing process. 

 1. Selection and Implementation of Algorithms 

MATLAB offers a wide range of image processing algorithms 

that can be tailored to meet the specific needs of different 

manufacturing processes. The choice of algorithms depends 

on the nature of the defects being detected, the characteristics 

of the products, and the speed and accuracy requirements of 

the production line. 

Key Image Processing Algorithms: 

- Edge Detection: Edge detection algorithms identify the 

boundaries of objects within an image by detecting sharp 

changes in pixel intensity. This technique is particularly 

useful for detecting surface defects such as cracks, scratches, 

or misalignments. 

  - Implementation: MATLAB’s `edge` function can be used 

to apply various edge detection methods, such as Sobel, 

Canny, or Prewitt, depending on the specific requirements of 

the inspection process. 

  - Application: In a manufacturing environment, edge 

detection can be used to verify that components are properly 

aligned or to detect surface imperfections that may affect 

product quality. 

- Histogram Analysis: Histogram analysis involves studying 

the distribution of pixel intensities within an image to detect 

inconsistencies that may indicate defects. This method is 

useful for identifying issues such as discoloration, material 

inconsistencies, or improper assembly. 

  - Implementation: MATLAB’s `imhist` function generates 

the histogram of an image, and further analysis can be 

performed using functions like `histogram` or `mean2` to 

identify deviations from the expected pattern. 

  - Application: Histogram analysis is often used in processes 

where color or intensity variations can indicate quality issues, 

such as in food processing, textiles, or electronic component 

manufacturing. 

- Template Matching: Template matching compares a 

captured image against a predefined template of a defect-free 

product. By identifying discrepancies between the two 

images, this method can detect missing parts, misassemblies, 

or other defects that may not be immediately apparent. 

  - Implementation: MATLAB’s `normxcorr2` function can be 

used for template matching, allowing for the comparison of 

image sections with the reference template. The result is a 

correlation matrix that highlights areas where the image and 

template differ. 

  - Application: Template matching is particularly effective in 

assembly lines where products must conform to strict design 

specifications, such as in electronics manufacturing or 

automotive assembly. 

2. Customization and Optimization 

The image processing algorithms implemented in MATLAB 

can be customized and optimized to meet the specific 

requirements of the manufacturing process. This may involve 

adjusting algorithm parameters, combining multiple 

algorithms for more comprehensive defect detection, or 
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developing custom functions tailored to unique inspection 

challenges. 

Optimization Techniques: 

- Parameter Tuning: Adjusting the parameters of the image 

processing algorithms (e.g., threshold values in edge 

detection, bin sizes in histogram analysis) to optimize 

performance for the specific application. 

- Combining Algorithms: Using a combination of image 

processing techniques to enhance defect detection accuracy. 

For example, edge detection can be combined with template 

matching to verify both the shape and the content of a 

product. 

- Real-Time Processing: Ensuring that the algorithms are 

optimized for speed to allow for real-time processing and 

feedback, which is critical in high-speed manufacturing 

environments. 

 3. Integration with PLC Control Logic 

Once the image processing algorithms are implemented and 

optimized in MATLAB, the next step is to integrate these 

algorithms with the PLC’s control logic. The processed data 

from MATLAB must be converted into actionable 

instructions that the PLC can execute in real-time. 

Integration Steps: 

- Data Formatting: The results from the image processing 

algorithms need to be formatted in a way that the PLC can 

interpret. This may involve converting the data into a 

numerical or binary format that represents the presence or 

absence of defects. 

- Control Signal Generation: Based on the processed data, 

MATLAB generates control signals that are sent to the PLC. 

These signals dictate specific actions, such as stopping the 

production line, ejecting defective products, or adjusting 

machinery settings. 

- Testing and Validation: Before deployment, the integrated 

system should undergo extensive testing to ensure that the 

PLC correctly interprets the control signals and responds 

appropriately. This includes functional testing under various 

scenarios to verify that the system performs reliably in real-

time. 

 SIMULATION ENVIRONMENT 

Before deploying the integrated MATLAB and PLC system in 

a real manufacturing environment, creating a simulation 

environment is essential. This simulation serves as a virtual 

testing ground where the interactions between the image 

processing algorithms, the PLC, and the robotic systems can 

be modelled, tested, and optimized without the risks and costs 

associated with real-world implementation. 

1. Purpose and Benefits of the Simulation Environment 

The primary purpose of the simulation environment is to 

validate the functionality of the integrated system under 

controlled conditions. It allows engineers to identify potential 

issues, optimize algorithms, and ensure that the system will 

perform as expected when deployed. The benefits of this 

approach include: 

- Risk Reduction: Simulating the environment allows for 

extensive testing without the risk of damaging equipment or 

producing defective products. This reduces the likelihood of 

costly errors during actual production. 

- Cost Efficiency: By identifying and resolving issues in the 

simulation phase, companies can avoid expensive trial-and-

error processes in the real world. This leads to significant cost 

savings. 

- Optimization: The simulation environment provides a 

platform for optimizing the system’s performance, including 

the speed of communication between MATLAB and the PLC, 

the accuracy of image processing algorithms, and the 

responsiveness of the control system. 

- Flexibility: Different scenarios, including worst-case 

conditions, can be tested in the simulation, allowing the 

system to be fine-tuned for a wide range of operational 

conditions. 

2. Components of the Simulation Environment 

The simulation environment typically consists of the 

following components: 
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- Virtual Production Line: A digital model of the production 

line, including conveyor belts, robotic arms, and other 

machinery, is created in MATLAB. This model replicates the 

physical environment in which the system will operate. 

- Image Processing Algorithms: The same algorithms that will 

be used in the real system are implemented in the simulation. 

These algorithms process images captured by virtual cameras, 

similar to how they would operate in the actual environment. 

- PLC Logic Simulation: The control logic of the PLC is also 

simulated within MATLAB or using a PLC simulator. This 

includes the decision-making processes that will be based on 

the results of the image processing. 

- Communication Protocols: The simulation includes the OPC 

protocol or any other communication protocols that will be 

used for data exchange between MATLAB and the PLC. This 

ensures that the data flow in the simulation accurately 

represents what will occur in the real system. 

- User Interface: A graphical user interface (GUI) may be 

developed in MATLAB to visualize the simulation results, 

monitor the system’s performance, and adjust parameters in 

real-time. 

3. Running the Simulation 

Once the simulation environment is set up, it can be used to 

run various tests and scenarios. The simulation should cover a 

wide range of conditions, including normal operation, edge 

cases, and potential failure scenarios. Key aspects of the 

simulation process include: 

- Testing Algorithms: The image processing algorithms are 

tested to ensure they can accurately detect defects or 

anomalies in the virtual environment. This step is crucial for 

verifying the algorithms' effectiveness before real-world 

deployment. 

- Timing and Latency: The simulation measures the timing 

and latency of data exchange between MATLAB and the 

PLC. Ensuring that the system can operate in real-time is 

critical, especially in high-speed manufacturing environments. 

- System Interactions: The interactions between the image 

processing algorithms and the PLC control logic are closely 

monitored. The simulation ensures that the PLC responds 

correctly to the data provided by MATLAB and that the 

overall system behaves as expected. 

Integration and Testing 

After the simulation phase, the next steps are the physical 

integration of the MATLAB and PLC systems and the testing 

of the integrated system under real-world conditions. This 

phase is critical for ensuring that the system operates 

seamlessly and meets all performance requirements. 

1. Initial Integration Testing 

The first step in the integration process is to run both 

MATLAB and PLC programs together to ensure successful 

communication and data exchange. This involves connecting 

the MATLAB environment to the physical PLC hardware or a 

PLC simulator and verifying that data can flow between the 

two systems as intended. 

Key Activities in Initial Integration Testing: 

- Hardware Setup: Ensure that all hardware components, 

including cameras, sensors, PLCs, and robotic systems, are 

correctly connected and configured. 

- Software Configuration: Configure the MATLAB 

environment to communicate with the PLC using the selected 

communication protocol (e.g., OPC). This includes setting up 

the correct IP addresses, ports, and data formats. 

- Data Exchange Verification: Test the data exchange between 

MATLAB and the PLC by sending sample data or running 

simple image processing tasks. Verify that the PLC receives 

the correct data and that MATLAB can interpret any 

responses from the PLC. 

- Error Handling: Implement and test error-handling routines 

to ensure that the system can recover from communication 

failures or unexpected data inputs without crashing or 

producing incorrect outputs. 

This initial testing phase ensures that the basic communication 

and integration between MATLAB and the PLC are 

functioning correctly before more complex testing begins. 

 2. Functional Testing 
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Functional testing involves running the integrated system 

under a variety of conditions to ensure that the image 

processing algorithms correctly influence the PLC’s control 

actions. This phase is designed to simulate real-world 

operations as closely as possible, including the presence of 

actual products moving through the production line. 

 

Figure 7 Simulink of Robotic Arm 

 

Figure 8 Robotic Arm Dropping Item on the Conveyor Line 

Key Aspects of Functional Testing: 

- Defect Detection: Test the system's ability to detect defects 

in products as they move along the production line. This 

includes verifying that the image processing algorithms in 

MATLAB can identify various types of defects and that the 

PLC responds appropriately by rejecting defective products or 

adjusting the manufacturing process. 

- Real-Time Operation: Verify that the system operates in 

real-time, with minimal latency between defect detection and 

PLC response. This is particularly important in high-speed 

manufacturing environments where delays could result in 

defective products being processed or incorrect machine 

actions. 

- Stress Testing: Subject the system to stress testing by 

increasing the speed of the production line or introducing 

multiple defects simultaneously. This tests the system's ability 

to maintain performance under challenging conditions. 

- Environmental Factors: Simulate different environmental 

conditions, such as changes in lighting, vibrations, or 

temperature variations, to ensure that the system remains 

robust under varying conditions. 

Functional testing provides confidence that the integrated 

system will perform reliably and accurately in the actual 

manufacturing environment. 

 3. Optimization 

After functional testing, the system may require optimization 

to ensure it meets all performance requirements, particularly 

in terms of communication speed, data exchange efficiency, 

and real-time operation. 

Optimization Techniques: 

- Communication Speed: Optimize the communication 

protocol (e.g., OPC) to reduce latency and ensure real-time 

data exchange between MATLAB and the PLC. This might 

involve adjusting buffer sizes, tweaking protocol settings, or 

upgrading network infrastructure. 

- Algorithm Efficiency: Review and refine the image 

processing algorithms to improve their speed and accuracy. 

This could involve optimizing code, using more efficient data 

structures, or implementing parallel processing techniques to 

handle multiple images simultaneously. 
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- System Calibration: Calibrate the entire system, including 

cameras, sensors, and robotic components, to ensure that all 

elements are synchronized and operating at peak efficiency. 

- Resource Management: Optimize the use of system 

resources, such as CPU and memory, in both MATLAB and 

the PLC. This ensures that the system can handle the required 

processing load without delays or crashes. 

 4. Final Testing and Validation 

The final phase of testing involves validating the optimized 

system in a real-world environment. This includes a series of 

acceptance tests to ensure that the system meets all 

specifications and performance criteria. 

Final Testing Activities: 

- Acceptance Testing: Conduct a series of tests based on 

predefined acceptance criteria to ensure the system is ready 

for deployment. These criteria might include accuracy of 

defect detection, speed of response, and system reliability 

under continuous operation. 

 

Figure 9 Simulink Display 

- Field Testing: Deploy the system in a limited production 

environment to monitor its performance over an extended 

period. This helps identify any issues that might not have been 

apparent during earlier testing phases. 

- User Training: Provide training for operators and 

maintenance personnel on how to use and maintain the 

system. This includes training on how to respond to alerts, 

adjust settings, and troubleshoot common issues. 

- Documentation: Finalize all documentation, including user 

manuals, maintenance guides, and system specifications, to 

ensure that the system can be operated and maintained 

effectively. 

This rigorous approach not only reduces the risks associated 

with deploying new technology but also optimizes the 

system's performance, ensuring that it delivers consistent, 

reliable results in real-world applications. As industrial 

automation continues to evolve, the integration of advanced 

software tools like MATLAB with traditional PLC systems 

will play a critical role in driving efficiency, precision, and 

innovation in manufacturing processes. 

 

 

 

SYSTEM DEPLOYMENT 

System deployment marks the transition from the testing 

environment to real-world operation. This phase involves the 

installation and configuration of all hardware and software 

components in the production environment. 

1. Implementation in the Production Environment 

Hardware Installation: 

- Cameras and Sensors: Install all image acquisition devices, 

such as cameras and sensors, in their designated locations 

along the production line. Ensure that these devices are 

securely mounted and properly aligned to capture high-quality 

images of the products as they move through the 

manufacturing process. 

- PLC Configuration: Install the PLC hardware and connect it 

to all necessary machinery and sensors. The PLC should be 

positioned in a location that allows for efficient 

communication with both the image processing systems and 

the physical control elements of the production line. 
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- Robotic Systems: Integrate the PLC with the robotic systems 

that perform tasks such as assembly, material handling, and 

quality control. Ensure that all robotic components are 

calibrated to work in sync with the control signals generated 

by the PLC. 

 

Figure 10 System Deployment 

 

Figure 11 Camera Vision 

Software Configuration: 

- MATLAB Setup: Deploy the MATLAB scripts and image 

processing algorithms on the production server. Ensure that 

MATLAB is configured to communicate with the PLC via the 

chosen communication protocol, such as OPC. The MATLAB 

environment should be optimized for real-time processing, 

with all necessary libraries and dependencies installed. 

- Data Exchange Configuration: Configure the data exchange 

settings to ensure seamless communication between 

MATLAB and the PLC. This includes setting up the correct 

IP addresses, ports, and data formats, and ensuring that the 

communication protocol operates efficiently in the production 

environment. 

- User Interface (UI) Deployment: If a user interface has been 

developed for monitoring or controlling the system, ensure 

that it is installed on the appropriate workstations and that 

operators are trained to use it effectively. 

2. System Calibration 

After installation, the entire system needs to be calibrated to 

ensure that all components are correctly synchronized. This 

includes adjusting the positions of cameras and sensors, fine-

tuning the image processing algorithms, and ensuring that the 

PLC's control logic operates as intended in response to the 

data it receives from MATLAB. 

Calibration Steps: 

- Image Calibration: Test the cameras and sensors to ensure 

they capture clear, undistorted images of the products. Adjust 

the focus, exposure, and positioning as needed to achieve 

optimal image quality. 

- Algorithm Calibration: Fine-tune the image processing 

algorithms to adapt to the specific lighting conditions, 

material properties, and other environmental factors present in 

the production environment. 

- Timing Calibration: Ensure that the timing of data exchange 

between MATLAB and the PLC is optimized for real-time 

operation. This may involve adjusting the cycle times of the 

PLC and the processing speed of the MATLAB algorithms. 

Final Testing 
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Once the system is deployed and calibrated, final testing is 

conducted in the production environment. This testing phase 

ensures that the system functions correctly under real 

production conditions and that any potential issues are 

identified and resolved before full-scale operation begins. 

 1. Functional Testing in the Production Environment 

Initial Run: 

- Dry Run: Begin with a dry run, where the system is operated 

without actual production materials. This allows for testing 

the system’s response to simulated inputs and ensuring that all 

components communicate correctly without the risk of 

damaging products or equipment. 

- Live Testing: After the dry run, proceed with live testing 

using actual production materials. Monitor the system’s 

performance closely to ensure that it correctly identifies 

defects, processes images in real-time, and adjusts the 

production line as needed. 

Key Functional Tests: 

- Defect Detection Accuracy: Test the system’s ability to 

detect various types of defects under actual production 

conditions. This includes verifying that the system can 

consistently identify defects at different speeds and under 

varying lighting conditions. 

- PLC Response Time: Measure the response time of the PLC 

to the control signals generated by MATLAB. Ensure that the 

PLC reacts swiftly and accurately to any defects detected by 

the image processing system. 

- System Stability: Assess the overall stability of the system 

during prolonged operation. This includes checking for any 

signs of system lag, communication errors, or other issues that 

could impact production efficiency. 

2. Performance Optimization 

If any issues are identified during final testing, they should be 

addressed through performance optimization. This may 

involve further refining the image processing algorithms, 

adjusting the PLC’s control logic, or enhancing the 

communication protocol to reduce latency. 

Optimization Techniques: 

- Algorithm Refinement: Make any necessary adjustments to 

the image processing algorithms to improve their accuracy 

and speed under real production conditions. 

- Hardware Adjustments: If certain defects or issues are 

consistently missed or misidentified, consider adjusting the 

positioning of cameras, sensors, or lighting to improve 

detection accuracy. 

- Communication Enhancement: Optimize the communication 

protocol to ensure that data is exchanged as quickly and 

reliably as possible, minimizing any delays between defect 

detection and PLC response. 

Monitoring and Maintenance 

After the system has passed final testing and is fully 

operational, it is important to establish a comprehensive 

monitoring and maintenance plan. This ensures the system 

continues to perform optimally over the long term and helps 

to quickly identify and address any issues that may arise 

during production. 

1. System Monitoring 

Real-Time Monitoring Tools: 

- Performance Dashboards: Implement real-time dashboards 

that display key performance metrics, such as defect detection 

rates, system latency, and PLC response times. These 

dashboards should be accessible to operators and maintenance 

personnel, allowing them to monitor the system’s 

performance continuously. 

- Alerts and Notifications: Set up alerts and notifications to 

inform operators of any issues, such as communication errors, 

unusually high defect rates, or system downtime. These alerts 

should be integrated into the user interface and provide 

detailed information to facilitate quick troubleshooting. 

Data Logging: 

- Historical Data Storage: Configure the system to log all data 

related to image processing, defect detection, and PLC 

responses. This data can be used for trend analysis, 

performance optimization, and troubleshooting. 

- Periodic Reviews: Schedule regular reviews of the logged 

data to identify any long-term trends that may indicate 
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underlying issues. This proactive approach helps to prevent 

minor issues from escalating into major problems. 

 2. Maintenance Schedule 

Routine Maintenance: 

- Hardware Inspections: Establish a routine maintenance 

schedule that includes regular inspections of all hardware 

components, including cameras, sensors, and PLCs. Check for 

wear and tear, misalignment, or other issues that could impact 

performance. 

- Software Updates: Regularly update the MATLAB 

environment, image processing algorithms, and PLC firmware 

to ensure that the system benefits from the latest features and 

security enhancements. 

- Calibration Checks: Periodically recalibrate the system to 

account for any changes in the production environment, such 

as lighting conditions, material properties, or equipment 

positioning. 

Troubleshooting and Repairs: 

- Issue Resolution Protocol: Develop a protocol for quickly 

addressing any issues that arise during production. This 

should include detailed troubleshooting guides, escalation 

procedures, and contact information for technical support. 

- Spare Parts Management: Maintain an inventory of spare 

parts for critical components, such as cameras, sensors, and 

PLC modules, to minimize downtime in the event of a 

hardware failure. 

Continuous Improvement: 

- Feedback Loops: Implement feedback loops where operators 

and maintenance personnel can provide insights and 

suggestions for system improvements. Use this feedback to 

continually refine and enhance the system. 

- Performance Reviews: Conduct periodic performance 

reviews to assess the overall effectiveness of the system and 

identify areas for improvement. These reviews should involve 

all stakeholders, including operators, engineers, and 

management. 

The deployment phase is a critical step in ensuring the success 

of the MATLAB and PLC-integrated automation system in 

robotic manufacturing environments. By carefully 

implementing, testing, and optimizing the system in the 

production environment, and by establishing robust 

monitoring and maintenance protocols, manufacturers can 

ensure long-term operational efficiency and product quality. 

This approach not only maximizes the return on investment 

but also positions the manufacturing operation for future 

advancements in automation technology. 

5. Validation and Testing  

Case Study: Robotic Assembly Line:   

A case study is conducted in a robotic assembly line where 

the proposed system is tested for its ability to detect defects in 

real-time. The performance of the system is evaluated based 

on several criteria, including accuracy, processing time, and 

impact on production efficiency. 

Experimental Setup:   

The experimental setup includes a conveyor belt system 

where products are moved along at a constant speed. Images 

are captured at regular intervals and processed by MATLAB 

to identify any defects. The PLC then adjusts the robotic arms' 

operations based on the processed data, either correcting the 

defect or removing the defective product from the line. 

Results and Analysis:   

The results of the case study indicate that the system is highly 

effective in detecting defects with minimal impact on 

production speed. The integration of MATLAB with the PLC 

allows for real-time adjustments to be made to the robotic 

systems, significantly improving the overall efficiency and 

quality of the manufacturing process. 

RESULTS  

Performance Metrics:   

The system's performance is evaluated based on several 

metrics, including defect detection accuracy, processing 

speed, and the impact on overall production efficiency. The 

results show that the integration of MATLAB with the PLC 
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significantly improves these metrics compared to traditional 

systems. 

Comparative Analysis:   

A comparative analysis is conducted between the proposed 

system and existing systems that do not integrate image 

processing with PLCs. The results indicate that the proposed 

system offers superior performance in terms of defect 

detection accuracy and response time. 

Visual Representation:   

Figures are included to visually represent the system's 

performance. These include graphs showing the accuracy of 

defect detection over time, processing times for different 

types of defects, and the impact on production speed. 

FUTURE DIRECTIONS  

Potential for Machine Learning Integration:   

One of the most promising future directions for this research 

is the integration of machine learning algorithms with the 

MATLAB-PLC framework. Machine learning could further 

enhance the system's ability to detect defects by learning from 

previous data and improving its accuracy over time. 

 

Advanced Optimization Techniques:   

Another area for future research is the development of 

advanced optimization techniques to further enhance the 

system's performance. This could include the use of genetic 

algorithms, particle swarm optimization, or other techniques 

to optimize the parameters of the image processing 

algorithms. 

Expansion to Other Industrial Applications:   

While this research focuses on robotic manufacturing, the 

proposed system could be adapted for use in other industrial 

applications, such as packaging, food processing, or 

pharmaceutical manufacturing. Future research could explore 

these possibilities and evaluate the system's effectiveness in 

different contexts. 

CONCLUSION  

Summary of Findings:   

This study presents a robust framework for integrating 

MATLAB's image processing capabilities with PLC-based 

automation systems in robotic manufacturing environments. 

The proposed system effectively improves defect detection, 

enhances process control, and optimizes production 

efficiency. 

Implications for Industry:   

The integration of MATLAB with PLCs offers significant 

potential for industries looking to enhance their automation 

systems without overhauling existing infrastructure. The 

ability to simulate and validate the system before deployment 

provides a significant advantage in reducing downtime and 

ensuring smooth integration. 

Final Thoughts:   

While the results of this study are promising, further research 

is needed to explore the full potential of this integration. 

Future studies should focus on integrating machine learning 

algorithms and exploring the system's applicability in 

different industrial contexts. 
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```matlab 

% MATLAB Script for Image Processing with Visualization 

% This script captures an image, processes it for defect 

detection, and visualizes the results. 

 

% Step 1: Image Acquisition (Simulated) 

% For demonstration, we'll load an example image from 

MATLAB's toolbox instead of capturing from a camera. 

img = imread('cameraman.tif'); % Load a sample image 

 

% Step 2: Image Preprocessing 

grayImg = rgb2gray(img); % Convert to grayscale (in case of 

RGB image) 

filteredImg = medfilt2(grayImg, [3 3]); % Apply median filter 

to reduce noise 

% Step 3: Edge Detection 

edges = edge(filteredImg, 'Canny'); % Perform edge detection 

% Step 4: Defect Detection Simulation (Template Matching) 

% Create a simple defect template (for demo purposes, we use 

a smaller portion of the image) 

template = imcrop(filteredImg, [50 50 50 50]); % Crop a 

portion as the defect template 

correlation = normxcorr2(template, filteredImg); % Template 

matching 

[max_corr, max_idx] = max(abs(correlation(:))); % Find the 

max correlation value 

[y_peak, x_peak] = ind2sub(size(correlation), max_idx); % 

Get coordinates of max correlation 

% Step 5: Visualization 

figure; 

subplot(1, 3, 1); 

imshow(grayImg); title('Original Grayscale Image'); 

subplot(1, 3, 2); 

imshow(edges); title('Edge Detection Result'); 

% Show detected defect location 

subplot(1, 3, 3); 

imshow(filteredImg); title('Detected Defect Location'); 

hold on; 

% Draw a rectangle around the detected defect 

rect_pos = [x_peak-size(template,2)+1, y_peak-

size(template,1)+1, size(template,2), size(template,1)]; 

rectangle('Position', rect_pos, 'EdgeColor', 'r', 'LineWidth', 2); 

% Optional: Save the figure as an image file 

saveas(gcf, 'defect_detection_visualization.png'); 

% Display completion message 

disp('Image processing and visualization complete.'); 

Running the Code 

1. Environment Setup: Ensure you have MATLAB installed 

with the Image Processing Toolbox. 

2. Running the Script: Copy and paste the above code into a 

new MATLAB script (`.m` file) and run it. 
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3. Output: The script will display three images in a figure 

window: 

   - The original grayscale image. 

   - The result of the edge detection process. 

   - The detected defect location (simulated using template 

matching). 

4. Saved Image: The visualized result will also be saved as 

`defect_detection_visualization.png` in the current MATLAB 

directory. 

This code provides a foundational approach to image 

processing and visualization. You can expand it by 

incorporating more sophisticated techniques, depending on 

the complexity of the manufacturing process you aim to 

simulate. 

Integrating MATLAB's image processing capabilities with a 

Programmable Logic Controller (PLC) requires a well-

structured approach to ensure seamless communication, real-

time processing, and effective control over automation 

processes. Below is a detailed step-by-step approach to 

achieve this integration. 

Step 1: Define the System Requirements 

1. Identify the Automation Task: 

   - Determine the specific manufacturing or process control 

task that requires automation. 

   - Define the role of image processing in the task (e.g., defect 

detection, object recognition, quality inspection). 

2. Specify the Required Hardware and Software: 

   - Hardware: 

     - PLC: Choose a PLC that supports communication 

protocols such as OPC (OLE for Process Control) or Modbus 

for external communications. 

     - Camera/Imaging Device: Select an appropriate camera 

that can capture images at the required resolution and frame 

rate. 

     - I/O Modules: Consider any necessary input/output 

modules for connecting sensors, actuators, and cameras to the 

PLC. 

   - Software: 

     - MATLAB with Image Processing Toolbox. 

     - PLC programming software (e.g., Siemens TIA Portal, 

Allen-Bradley Studio 5000). 

     - Communication software or middleware (e.g., MATLAB 

OPC Toolbox). 

3. Set Performance Goals: 

   - Define metrics such as processing speed, accuracy of 

defect detection, latency, and overall system response time. 

   - Establish benchmarks to assess the integration's success. 

Step 2: Develop the Image Processing Algorithm in 

MATLAB 

1. Image Acquisition: 

   - Write MATLAB code to capture images from the camera 

or load images from a file for testing. 

   - Example: 

     ```matlab 

     camera = webcam; % Connect to the camera 

     img = snapshot(camera); % Capture an image 

     ``` 

2. Preprocessing: 

   - Apply necessary preprocessing steps such as noise 

reduction, grayscale conversion, or contrast enhancement. 

   - Example: 

     ```matlab 

     grayImg = rgb2gray(img); % Convert to grayscale 

     filteredImg = medfilt2(grayImg, [3 3]); % Apply a median 

filter 
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3. Image Processing and Analysis: 

   - Implement the core image processing algorithms required 

for the task, such as edge detection, object recognition, or 

template matching. 

   - Example: 

     ```matlab 

     edges = edge(filteredImg, 'Canny'); % Perform edge 

detection 

   4. Decision-Making Logic: 

   - Develop logic to interpret the processed data and make 

decisions (e.g., detect defects or categorize objects). 

   - Example: 

     ```matlab 

     defectDetected = max(edges(:)) > threshold; % Simple 

threshold-based defect detection 

     ``` 

5. Simulate and Test the Algorithm: 

   - Run the algorithm on sample images to verify its 

performance and accuracy. 

   - Adjust parameters as necessary to optimize performance. 

Step 3: Program the PLC for Basic Control 

1. PLC Programming: 

   - Use the PLC programming software to develop a basic 

control program that handles tasks such as starting/stopping 

the production line, controlling actuators, and processing 

sensor inputs. 

2. Input/Output Mapping: 

   - Map the PLC’s I/O points to the necessary sensors, 

actuators, and communication interfaces. 

   - Ensure the PLC can receive signals from the MATLAB 

system (e.g., defect detected) and send commands back (e.g., 

stop conveyor). 

3. Create the Control Logic: 

   - Implement ladder logic, structured text, or function blocks 

depending on the PLC and the task requirements. 

   - Example: Create logic that pauses the production line 

when a defect is detected. 

4. Test the PLC Program: 

   - Validate the PLC logic using simulation tools provided by 

the PLC software. 

   - Ensure the basic automation system functions correctly 

before integration with MATLAB. 

Step 4: Establish Communication Between MATLAB and LC 

1. Choose a Communication Protocol: 

   - OPC (OLE for Process Control): A common protocol for 

MATLAB-PLC communication. 

   - Modbus/TCP: Another widely used communication 

protocol, especially in industrial environments. 

2. Configure MATLAB for Communication: 

   - Install and configure the MATLAB OPC Toolbox or use 

Modbus communication libraries. 

   - Set up a connection to the PLC. 

   - Example: 

     ```matlab 

     opcServer = opcda('localhost', 

'Matrikon.OPC.Simulation.1'); % Connect to an OPC server 

     connect(opcServer); 

     ``` 

3. Configure PLC for Communication: 

   - Set up the PLC to communicate with external devices 

using the chosen protocol. 

   - Create variables or data blocks in the PLC program for 

exchanging data with MATLAB. 
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4. Develop the Communication Logic: 

   - In MATLAB, write code to send processed data (e.g., 

defect detection results) to the PLC. 

   - Example: 

     ```matlab 

     writeValue = 1; % Value indicating defect detection 

     write(opcServer, 'TagName', writeValue); % Write value 

to PLC tag 

     ``` 

   - In the PLC program, implement logic to receive this data 

and trigger appropriate actions. 

Step 5: Integrate and Test the Complete System 

1. Initial Integration Testing: 

   - Run both MATLAB and the PLC programs 

simultaneously. 

   - Ensure MATLAB can successfully communicate with the 

PLC, sending and receiving data as expected. 

2. Functional Testing: 

   - Test the integrated system under various conditions to 

ensure the image processing algorithm correctly influences 

the PLC's control actions. 

   - Example: Introduce different types of defects in test 

images and observe the PLC’s response. 

3. Optimization: 

   - Optimize the communication speed and data exchange 

between MATLAB and the PLC. 

   - Reduce latency to ensure real-time operation. 

4. System Validation: 

   - Validate the system against the performance goals set in 

Step 1. 

   - Conduct long-duration tests to ensure system stability and 

reliability. 

Step 6: Deploy the Integrated System in a Production 

Environment 

1. System Deployment: 

   - Install the integrated system in the actual production 

environment. 

   - Ensure all hardware components (camera, PLC, actuators) 

are correctly configured and connected. 

 

2. Final Testing: 

   - Perform final testing in the production environment to 

ensure the system operates as expected under real conditions. 

   - Train operators on how to use and maintain the integrated 

system. 

 

3. Monitoring and Maintenance: 

   - Set up monitoring tools to track system performance and 

identify any issues. 

   - Develop a maintenance schedule to ensure the system 

continues to operate efficiently. 

CODES AND ALGORITHMS 

% MATLAB Script for Image Processing in an Automated 

Manufacturing System 

% Capture and Process Image for Defect Detection 

 

% Step 1: Image Acquisition 

camera = webcam; % Connect to camera 

img = snapshot(camera); % Capture an image 

 

% Step 2: Image Preprocessing 
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grayImg = rgb2gray(img); % Convert to grayscale 

filteredImg = medfilt2(grayImg, [3 3]); % Apply median filter 

 

% Step 3: Edge Detection 

edges = edge(filteredImg, 'Canny'); % Perform edge detection 

 

% Step 4: Defect Detection (Template Matching Example) 

template = imread('defect_template.jpg'); % Load a defect 

template 

correlation = normxcorr2(template, filteredImg); % Template 

matching 

[max_corr, max_idx] = max(abs(correlation(:))); % Find max 

correlation 

[y, x] = ind2sub(size(correlation), max_idx); % Get 

coordinates 

% Step 5: Decision Making 

threshold = 0.8; % Set threshold for detection 

if max_corr > threshold 

    defect_detected = true; 

    disp('Defect detected, sending signal to PLC.'); 

    % Send signal to PLC (using OPC or other communication 

protocol) 

else 

    defect_detected = false; 

    disp('No defect detected.'); 

end 

% Step 6: Visualization 

figure; 

imshow(edges); title('Detected Edges'); 

hold on; 

rectangle('Position', [x, y, size(template, 2), size(template, 1)], 

'EdgeColor', 'r', 'LineWidth', 2); 

title('Detected Defect Location'); 

% Cleanup 

clear camera; 

FIGURES CREATION 

To create figures in MATLAB, you can use the `imshow` 

function to display images and the `plot` function for graphs.  

```matlab 

% Save figure as an image 

saveas(gcf, 'edge_detection_result.png'); 

FINALLY 

This step-by-step approach outlines the process of integrating 

MATLAB's image processing capabilities with a PLC-based 

control system. By following these steps, you can create a 

robust, real-time automation system that leverages the 

strengths of both MATLAB and PLCs to enhance 

manufacturing processes. This approach ensures that the 

system is thoroughly tested, optimized, and ready for 

deployment in an i 
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2.4 Title and Authors 
The title (Helvetica 18-point bold), authors' names (Helvetica 

12-point) and affiliations (Helvetica 10-point) run across the 

full width of the page – one column wide. We also 

recommend e-mail address (Helvetica 12-point). See the top 

of this page for three addresses. If only one address is needed, 

center all address text. For two addresses, use two centered 

tabs, and so on. For three authors, you may have to improvise. 

2.5 Subsequent Pages 
For pages other than the first page, start at the top of the page, 

and continue in double-column format.  The two columns on 

the last page should be as close to equal length as possible. 

 

Table 1. Table captions should be placed above the table 

Graphics Top In-between Bottom 

Tables End Last First 

Figures Good Similar Very well 

 

2.6 Page Numbering, Headers and Footers 
Do not include headers, footers or page numbers in your 

submission. These will be added when the publications are 

assembled. 

3. FIGURES/CAPTIONS 
Place Tables/Figures/Images in text as close to the reference 

as possible (see Figure 1).  It may extend across both columns 

to a maximum width of 17.78 cm (7”). 

Captions should be Times New Roman 9-point bold.  They 

should be numbered (e.g., “Table 1” or “Figure 2”), please 

note that the word for Table and Figure are spelled out. 

Figure’s captions should be centered beneath the image or 

picture, and Table captions should be centered above the table 

body. 

4. SECTIONS 
The heading of a section should be in Times New Roman 12-

point bold in all-capitals flush left with an additional 6-points 

of white space above the section head.  Sections and 

subsequent sub- sections should be numbered and flush left. 

For a section head and a subsection head together (such as 

Section 3 and subsection 3.1), use no additional space above 

the subsection head. 

 
Figure. 1  Example of an image with acceptable resolution 

 

4.1 Subsections 
The heading of subsections should be in Times New Roman 

12-point bold with only the initial letters capitalized. (Note: 

For subsections and subsubsections, a word like the or a is not 

capitalized unless it is the first word of the header.) 

4.1.1 Subsubsections 
The heading for subsubsections should be in Times New 

Roman 11-point italic with initial letters capitalized and 6-

points of white space above the subsubsection head. 

4.1.1.1 Subsubsections 
The heading for subsubsections should be in Times New 

Roman 11-point italic with initial letters capitalized. 

4.1.1.2 Subsubsections 
The heading for subsubsections should be in Times New 

Roman 11-point italic with initial letters capitalized. 

4.1.1.3 Subsubsections 
The heading for subsubsections should be in Times New 

Roman 11-point italic with initial letters capitalized. 

4.1.1.4 Subsubsections 
The heading for subsubsections should be in Times New 

Roman 11-point italic with initial letters capitalized. 

4.1.1.5 Subsubsections 
The heading for subsubsections should be in Times New 

Roman 11-point italic with initial letters capitalized. 

4.1.1.6 Subsubsections 
The heading for subsubsections should be in Times New 

Roman 11-point italic with initial letters capitalized. 
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Figure 2. Example of a One-Column figure caption. 
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